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Disclaimer

The content of these slides is intended to give an
informal introduction to UML class diagrams. They
contain several simplifications and even some
intentional mistake.
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UML classes

A class is a type representing objects sharing
common features.

A class is depicted as a solid-outline rectangle with
the class name in it and is potentially divided in
compartments separated by horizontal lines below
the name.

Usual compartments are the operations
compartment and the attributes compartment.



Classes notation examples

Window Window
attributes
+size: Area = (100, 100)
#visibility: Boolean = true
Window +defaultSize: Rectangle
-*xWin: XWindow
size: Area :
- operations
visibility: Boolean
_ vy display()
d!splﬂ‘y’{] hide()
hide() -attachX(xWin: XWindow)




Properties and operations

* Properties are structural features of a class.
Simplified syntax:
[+, -, #,~][/]<name>[ :<type>][<mult>]

* Operations are behavioral features of a class.
Simplified syntax:
[+, -, #, ~]<name>[ (<params>) ][ :<type>]



Visibility kind

e +: public - visible to all
e - :private - visible within its namespace

e # : protected - visible to elements that have a
deneralization relationship to it

e ~: package - visible to all elements within the
nearest enclosing package



Multiplicity
<multiplicity-range> ::= [<lower>..] <upper>
Where * means unlimited upper bound.

Ordered/unordered, unique/nonunigue can
follow the range.

Often used multiplicities are:
° 1

* 0.1

1.7

e *



Instances

Instances (a.k.a. objects) are, well, instances. They
obey the structure of class they are instances of.

Objects of a class must contain values for each
attribute that is a member of that class, in
accordance with the characteristics of the attribute,
such as its type and multiplicity.



Instances notation

The graphic notation is similar to that of classes but
the name appears underlined and is a concatenation
of the instance name (if any), a colon (*:") and the
class it is an instance of.



Instances notation examples

myAddress: Address

streetName : String = S. Crown Street

streetNumber : Integer = 381

Don: Person Josh: Person

son father




Relationships

Several relationships can be drawn in class
diagrams:

* Generalization
* Dependency

* Realization

* Association

* Aggregation

* Composition



Generalization/specialization

Generalization/specialization are root concepts in
MOF that assumes a more detailed behavior when
used between classes.

Each Generalization relates a specific class to a more
general class and an inheritance-like mechanism is
assumed.

An “is-a” relationship exists between the two
elements, corresponding to inheritance in
programing languages.



Generalization: notation

Shape

Polygon Ellipse Spline

Shape

Polygon Ellipse Spline




Dependency

A Dependency signifies a supplier/client
relationship between model elements where the
modification of a supplier may impact the client
model elements.

A Dependency implies that the semantics of the
clients are not complete without the suppliers.



Dependency: notation

A Dependency is shown as a dashed arrow between
two classes. The arrow may be labeled with an

optional keyword or stereotype and an optional
name.

Order -  — — — — — > Line ltem
«Use»




Realizations

A Realization is a kind of Dependency and is shown
as a dashed line with a triangular arrowhead at the
end that corresponds to the realized Element.

The realising must realize, or implement, the
behavior that the other specifies.

Business

I____ﬁ&____l

Owner Employee




Association

An association declares that there can be links
between instances of the associated types. A link is a
tuple with one value for each end of the association.

Associations have names that can be displayed and
labels with arrows that help reading the direction of

the label.

Association ends can have names, multiplicities and
navigation arrows or crosses.



Association Class: notation

4 PlayedInYear
Year =
year
season
Team - <\/ - Player
team goalie




Navigation: arrows and crosses
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Navigation: arrows and crosses

* Show all arrows and crosses: navigation and its
absence are made completely explicit.

* Suppress all arrows and crosses: no inference can be
drawn about navigation.

* Suppress all crosses: suppress arrows for Associations
with navigability in both directions, and show arrows
only for Associations with one-way navigability: In this
case, the two-way navigability cannot be distinguished
from situations where there is no navigation at all;
however, the latter case occurs rarely in practice.



Aggregation

An aggregation (real name: shared aggregation)
tells us that part instance is independent from the

composite.

Shelf

[*]

Book




Composition

Composition (real name: composite aggregation) is a
whole/part binary association. The composite
object has responsibility for the existence and

storage of the composed objects.

Folder

[*]

File




ADbstract classes

An abstract class has no direct instances: its
instances are instances of one of its specializations.

The name of an abstract class is shown in italics
or/and using the textual annotation {abstract}.



Interftaces

Interfaces declare coherent services that are
implemented by classes that implement them. An
Interface specifies a contract; any instance of a class
that realizes the interface shall fulfill that contract.

#interfaces

ISensor
[ =F
TheftAlarm | ..._.. e achivate [ = (TR ProximitySensor

read (]




Domain models examples
(analysis models)



class Library Domain Model )

Book
ISBN: String[0..1] {id} Author
tile: String 1.+ Awrote g -
summary name: String
publisher biography: String
publication date
number of pages
language ganumearation »
AccountState
HUSED
Mniaintate —| Active
] Frozen
aentity» Book Item wentitys Account ] Closed
|
barcode: String [0..1] {id} (0..12 o borrowed number {id} |
tag: RFID [0..1] {id} history: History[0.*] F---'
isReferenceOnly 0.3 4 reserved opened: Date
state: AccountState account
* * accounts | *
\
! Q
e Library Patron
records
name name
@ address cusen - address
1 winterfaces -
= -II:;:' Search - . Euses Librarian
Catalog oo "7~ name
it L _.==" | address
i - osition
™ winterfacen |~~~ wusen P
Manage

[610°swrelBelp-jun-mmm//:dny]



class Wards and Taams)

0.1

Hospital

1.7

name: String {id}
address: Address
phone: Phone

Team

name: String {id}

019

0.

Doctor

specialty: String["]

locations: String[*]

treats »

AN

1 Consultant Doctor

Junior Doctor

teamn leader

ultimate responsibility »

P>
"
Ward
name: String {id} ,|
patientsGender:  Gender \
capacity, Integer {patient upper == capacity} \
\
1| ward \
\
\
L]
{ward patientsGender =
« | patent patient.gender}
Patient 7
rd
id: String {icl} it
®* | *gender: Gender Py
fage; Integer
& | accepted: Date
sickness: History zenumerations
prescriptions:  String[*] Gender
allergies: String[*]
specialReqs:  Sring[") male
female

[610°sweibelp-jun-mmmw//:dny]



Design models examples



customer Customer swenumerations
CustomerT’
. T [ crM_ID fig) ype
type: CustomerType Individual
Entitlement description: String [0..1] Company
EID: String {id}
type: EntitlementType
startDate: Date
endDate: Date [0..1]
neverExpires: Boolean = true
comments: String [0..1] Individual Company
firstMame: Siring nama: String
HEnumerations lastMama: String phone: String [0..1]
EntitlementType middleMame: String [0..1] fax: String [0..1]
amail: Sfring
Ef‘g:‘;’ﬁ;ﬁﬁf phone: String [0..1] ’ ¢ .
locale: String [0..1] = “English™
Protection Key Update ocae ’ ring [0-1] nae
Contact
Details
firstMame: Strin
Batch Code billng s?re.et: Sltring [0..1] billing lastharme: String
id: String {id, id.size() = 5} city: String [0. 1] middleName: String [0..1]
' ' o postalCode: String [0..1] o il: Stri
SNIPBING| g1ate: String [0..1] shipping e St 0..1] = “English"
: . =1y WA= i
1 1 country: String [0..1] e ™
wenumerations
. . LockingType
features | * {ordered, unique} products {ordered, unigue} o
; Product SL-AdminMode
associatedFeatura
Feature - - - - SL-UserMode
id: Integer {id} = 0. id- Integer {id} . HL or SL-AdminMode
name: String {name_size() <= 50} FET_E: ?lnng {L';ZEE'S,:_Z‘E” <= 50} HL or SL (AdminMode or UserMode)
L. i - rﬂ\fiﬁimﬂlprﬂd ul:t Lalw ||'|g Fpﬂ: Ing 'l'll'pE
description: String [0.-1] P or rehost: Rehost
- description: String [0..1] «enumeration»
. Rehost
baseProduct {c:rf:lared, products
unique} Enable
Disable
Leave as itis
Specify at entitlement time

[http://www.uml-diagrams.org]
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